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Cannot help users who do not know they are censored
Ideally, servers could help
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Diversity of censors

- Injects TCP RSTs
  - China

- Injects & blackholes
  - Iran

- Injects & blackholes
  - Kazakhstan

- Injects a block page
  - India

Diversity of protocols

- HTTP
- HTTPS
- DNS
- FTP
- SMTP

* Indicates a specific protocol censorship.
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<table>
<thead>
<tr>
<th>Client</th>
<th>Server</th>
</tr>
</thead>
<tbody>
<tr>
<td>SYN</td>
<td></td>
</tr>
<tr>
<td>Ø (no flags)</td>
<td></td>
</tr>
<tr>
<td>SYN/ACK</td>
<td></td>
</tr>
<tr>
<td>ACK</td>
<td></td>
</tr>
<tr>
<td>PSH/ACK (query)</td>
<td></td>
</tr>
<tr>
<td>ACK</td>
<td></td>
</tr>
<tr>
<td>PSH/ACK (response)</td>
<td></td>
</tr>
</tbody>
</table>

Success rates:

HTTP 100%
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- Censor can’t handle unexpected flags

Success rates
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Simultaneous-open-based desynchronization

Resynchronizes on SYN/ACK from the client
...but does not properly increment ISN

Payload from server triggers resynchronization

Off-by-1 bug in the Great Firewall

<table>
<thead>
<tr>
<th>Protocol</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>DNS</td>
<td>89%</td>
</tr>
<tr>
<td>FTP</td>
<td>36%</td>
</tr>
<tr>
<td>HTTP</td>
<td>54%</td>
</tr>
<tr>
<td>HTTPS</td>
<td>55%</td>
</tr>
<tr>
<td>SMTP</td>
<td>70%</td>
</tr>
</tbody>
</table>
Resynchronization State

GFW resynchronizes differently depending on protocol

GFW resynchronizes on the next:

- **FTP**: Client packet if SYN+ACK has a bad ack number
- **All but HTTPS**: Client packet if server sends a RST
- **All protocols**: ACK packet if server sends non-SYN+ACK with a payload
## New Model for Chinese Censorship

All of the server-side strategies operate strictly during the TCP 3-way handshake.

<table>
<thead>
<tr>
<th>Strategy</th>
<th>DNS</th>
<th>FTP</th>
<th>HTTP</th>
<th>HTTPS</th>
<th>SMTP</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>China</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>No evasion</td>
<td>2%</td>
<td>3%</td>
<td>3%</td>
<td>3%</td>
<td>26%</td>
</tr>
<tr>
<td>Sim. Open, Injected RST</td>
<td>89%</td>
<td>52%</td>
<td>54%</td>
<td>14%</td>
<td>70%</td>
</tr>
<tr>
<td>Sim. Open, Injected Load</td>
<td>83%</td>
<td>36%</td>
<td>54%</td>
<td>55%</td>
<td>59%</td>
</tr>
<tr>
<td>Corrupt ACK, Sim. Open</td>
<td>26%</td>
<td>65%</td>
<td>4%</td>
<td>4%</td>
<td>23%</td>
</tr>
<tr>
<td>Corrupt ACK Alone</td>
<td>7%</td>
<td>33%</td>
<td>5%</td>
<td>5%</td>
<td>22%</td>
</tr>
<tr>
<td>Corrupt ACK, Injected Load</td>
<td>15%</td>
<td>97%</td>
<td>4%</td>
<td>3%</td>
<td>25%</td>
</tr>
<tr>
<td>Injected Load, Induced RST</td>
<td>82%</td>
<td>55%</td>
<td>52%</td>
<td>54%</td>
<td>55%</td>
</tr>
<tr>
<td>Injected RST, Induced RST</td>
<td>83%</td>
<td>85%</td>
<td>54%</td>
<td>4%</td>
<td>66%</td>
</tr>
<tr>
<td>TCP Window Reduction</td>
<td>3%</td>
<td>47%</td>
<td>2%</td>
<td>3%</td>
<td>100%</td>
</tr>
<tr>
<td><strong>India</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>No evasion</td>
<td>100%</td>
<td>100%</td>
<td>2%</td>
<td>100%</td>
<td>100%</td>
</tr>
<tr>
<td>TCP Window Reduction</td>
<td></td>
<td>100%</td>
<td></td>
<td>100%</td>
<td></td>
</tr>
<tr>
<td><strong>Iran</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>No evasion</td>
<td>100%</td>
<td>100%</td>
<td>0%</td>
<td>0%</td>
<td>100%</td>
</tr>
<tr>
<td>TCP Window Reduction</td>
<td></td>
<td>100%</td>
<td></td>
<td>100%</td>
<td></td>
</tr>
<tr>
<td><strong>Kazakhstan</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>No evasion</td>
<td>100%</td>
<td>100%</td>
<td>0%</td>
<td>100%</td>
<td>100%</td>
</tr>
<tr>
<td>TCP Window Reduction</td>
<td></td>
<td>100%</td>
<td></td>
<td>100%</td>
<td></td>
</tr>
<tr>
<td>Triple Load</td>
<td></td>
<td></td>
<td>100%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Double GET</td>
<td></td>
<td></td>
<td>100%</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Null Flags</td>
<td></td>
<td></td>
<td>100%</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
### New Model for Chinese Censorship

All of the server-side strategies operate strictly during the TCP 3-way handshake. So why are different applications affected differently in China?

<table>
<thead>
<tr>
<th>Strategy</th>
<th>Success Rates</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>DNS</td>
</tr>
<tr>
<td><strong>China</strong></td>
<td></td>
</tr>
<tr>
<td>No evasion</td>
<td>2%</td>
</tr>
<tr>
<td>Sim. Open, Injected RST</td>
<td>89%</td>
</tr>
<tr>
<td>Sim. Open, Injected Load</td>
<td>83%</td>
</tr>
<tr>
<td>Corrupt ACK, Sim. Open</td>
<td>26%</td>
</tr>
<tr>
<td>Corrupt ACK Alone</td>
<td>7%</td>
</tr>
<tr>
<td>Corrupt ACK, Injected Load</td>
<td>15%</td>
</tr>
<tr>
<td>Injected Load, Induced RST</td>
<td>82%</td>
</tr>
<tr>
<td>Injected RST, Induced RST</td>
<td>83%</td>
</tr>
<tr>
<td>TCP Window Reduction</td>
<td>3%</td>
</tr>
<tr>
<td><strong>India</strong></td>
<td></td>
</tr>
<tr>
<td>No evasion</td>
<td>100%</td>
</tr>
<tr>
<td>TCP Window Reduction</td>
<td>-</td>
</tr>
<tr>
<td><strong>Iran</strong></td>
<td></td>
</tr>
<tr>
<td>No evasion</td>
<td>100%</td>
</tr>
<tr>
<td>TCP Window Reduction</td>
<td>-</td>
</tr>
<tr>
<td><strong>Kazakhstan</strong></td>
<td></td>
</tr>
<tr>
<td>No evasion</td>
<td>100%</td>
</tr>
<tr>
<td>TCP Window Reduction</td>
<td>-</td>
</tr>
<tr>
<td>Triple Load</td>
<td>-</td>
</tr>
<tr>
<td>Double GET</td>
<td>-</td>
</tr>
<tr>
<td>Null Flags</td>
<td>-</td>
</tr>
</tbody>
</table>
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<table>
<thead>
<tr>
<th>DNS</th>
<th>HTTP</th>
<th>FTP</th>
</tr>
</thead>
<tbody>
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<td>TCP</td>
<td></td>
<td></td>
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<tr>
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</tr>
</tbody>
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Results suggest GFW is running multiple censoring middleboxes in parallel
Multi-box theory

Client → GFW → Server
Multi-box theory

GFW

DNS HTTP

FTP HTTPS

Client

Server
How does the censor know which one to apply to a connection?
Multi-box theory

GFW

DNS  HTTP
FTP  HTTPS

Client ———————— Server

Not port number
Censors effectively on any port
Multi-box theory

GFW

DNS  HTTP

FTP  HTTPS

Client

Not port number

Censors effectively on any port

Server
Multi-box theory

GFW

DNS HTTP

FTP HTTPS

Not port number
Censors effectively on any port
Multi-box theory

Applies protocol fingerprinting
Multi-box theory

GFW

DNS  HTTP

FTP  HTTPS

Applies protocol fingerprinting
Multi-box theory

GFW

DNS  HTTP

FTP  HTTPS

Applies protocol fingerprinting
Multi-box theory

GFW

Applies protocol fingerprinting
Multi-box theory

GFW

Client

Not mine

DNS

HTTP
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HTTPS

Server

Not mine
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Where are these middleboxes?

Used TTL-limited probes

Client → DNS HTTP FTP HTTPS → Server
Where are these middleboxes?

Used TTL-limited probes

Co-located at the network level
Responsive to new censorship events

February 2020: Iran launched a new system: a protocol filter
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**February 2020:** Iran launched a new system: a **protocol filter**

Censors connections that do not match **protocol fingerprints**

Those that do match are then subjected to standard censorship
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February 2020: Iran launched a new system: a protocol filter

Censors connections that do not match protocol fingerprints

Those that do match are then subjected to standard censorship

Geneva discovered 4 strategies to evade Iran’s filter
Responsive to new censorship events

July 29th 2020: China begins censoring the use of Encrypted SNI
Responsive to new censorship events

July 29th 2020: China begins censoring the use of Encrypted SNI

Geneva discovered 6 strategies to evade ESNI censorship
Real world deployment

Assist in **bootstrapping connections**

Harden existing evasion protocols

Client

Server

Real world deployment

[Image of a network diagram with a client, a web browser, a police officer, and a server, indicating connections and security measures.]
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The very bad
Middleboxes can be weaponized

The ugly
They have exploitable bugs and assumptions

TCP-based reflected amplification

Automated tools like Geneva are important in understanding what middleboxes enable
Server-side Evasion

Geneva

Genetic Evasion

Server-side evasion is possible

New insights into censors

Code is open source

Real world deployment

Geneva code and website [geneva.cs.umd.edu]